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约瑟夫问题的两个O(log n)解法

这个是学习编程时的一个耳熟能详的问题了：

n个人(编号为0,1,...,n-1)围成一个圈子，从0号开始依次报数，每数到第m个人，这个人就得自杀，之后从下个人开始继续报数，直到所有人都死亡为止。问最后一个死的人的编号(其实看到别人都死了之后最后剩下的人可以选择不自杀……)。

这个问题一般有两种问法：

* 给出自杀顺序。不少数据结构初学书都会以这个问题为习题考验读者对线性表的掌握。比较常见的解法是把所有存活的人组织成一个循环链表，这样做时间复杂度是O(n\*m)的。另外可以使用order statistic tree(支持查询第k小的元素以及询问元素的排名)优化到O(n log n)。另外有篇1983年的论文*An O(n log m) Algorithm for the Josephus Problem*，但可惜我没找到下载链接。
* 求出最后一个人的编号。可以套用上一种问法的解法，但另外有更加高效的解法，下文展开讨论。

时间O(n)，空间O(1)

设f(n)为初始有n人时最后一个自杀的人的编号，那么有如下递推式：

|  |  |
| --- | --- |
| 1 | f(n) = (f(n-1) + m) mod n |

以n=5, m=3为例，一开始有这么5个人：

|  |  |
| --- | --- |
| 1 | 0 1 2 3 4 |

第一轮报数后2号死亡，圈子里剩下来的人的编号是这些：

|  |  |
| --- | --- |
| 1 | 3 4 0 1 |

这里把3号写在最前面了，因为轮到3开始报数。如果我们有办法知道n=4时的答案，即初始圈子为：

|  |  |
| --- | --- |
| 1 | 0 1 2 3 |

时的答案，那么可以把n=4的初始圈子的所有数x变换成(x+3) mod 5，得到：

|  |  |
| --- | --- |
| 1 | 3 4 0 1 |

这个恰好就是n=5时第一轮结束后的圈子状态，也就是说我们可以根据n=4的答案推出n=5时的答案。

手工演算一下就能发现n=z时的圈子第一轮结束后(即m-1号自杀后)的圈子状态，可以由n=z-1的初始圈子施以变换x -> (x+m) mod z得到。于是我们可以从n=1开始(此时的答案是0)，推出n=2的答案，再推出n=3，直到计算到所要求的n。

下面是C语言实现：

|  |  |
| --- | --- |
| 1 2 3 4 5 6 7 | int f(int n, int m) {  int s = 0;  for (int i = 2; i <= n; i++)  s = (s + m) % i;  return s; } |

时间O(log n)，空间O(log n)

换一个递推思路，考虑报数过程又回到第0个人时会发生什么。这时有floor(n/m)\*m个人都已经报过数了，并且死了floor(n/m)人。之后一轮的报数会数过m个人，又会回到第0个人。

我们以n=8, m=3为例看看会发生什么。一开始：

|  |  |
| --- | --- |
| 1 | 0 1 2 3 4 5 6 7 |

floor(n/3)\*3个人都报过数后：

|  |  |
| --- | --- |
| 1 | 0 1 x 3 4 x 6 7 (A) |

即2号和5号死亡，接下来轮到6号开始报数。因为还剩下6个人，我们设法做一个变换把编号都转换到0~5：

|  |  |
| --- | --- |
| 1 2 | 2 3 x 4 5 x 0 1 (B)  \_\_\_ |

(B)的答案等于规模缩小后的情况n'=6时最后一个人的编号s。然后根据s算出圈子状态(A)的最后一个人的编号。

如果s在最后一个x后面(带下划线)，即s < n%m，那么s2 = s-n%m+n；否则s2 = s-n%m+(s-n%m)/(m-1)；

注意如果n < m，那么报数回到第一个人时还没死过人。因为子问题的规模没有减小，所以上述方法不适用。需要用之前时间复杂度O(n)的方法递推。下面是C语言实现：

|  |  |
| --- | --- |
| 1 2 3 4 5 6 7 | int rec(int n, int m) {  if (n == 1) return 0;  if (n < m) return (rec(n - 1, m) + m) % n;  int s = rec(n - n / m, m) - n % m;  return s < 0 ? s + n : s + s / (m-1); } |

n每次变为n \* (m-1) / m，即以一个常数因子衰减到刚好小于m，然后换用线性复杂度的递推算法，总的时间复杂度为O(m + log\_{m/(m-1)}{n/m})，如果把m看作常数的话就是O(log n)。程序中在子问题计算后还需要做一些处理，无法尾递归，所以空间复杂度也等于这个。
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时间O(log n)，空间O(1)

三年前我还看到过一段更巧妙的代码，具体写法不可考了，当时盯着式子思考了好久呢。其等价的形式长这样：

|  |  |
| --- | --- |
| 1 2 3 4 5 6 | int kth(int n, int m, int k) {  if (m == 1) return n-1;  for (k = k\*m+m-1; k >= n; k = k-n+(k-n)/(m-1));  return k; } |

这个函数解决了第二种问法的一个扩展问题，即第k个(从0数起)自杀的人的编号。如果取k = n-1那么就得到了最后一个自杀的人的编号。

这个算法的思想是第k\*m+m-1次报数的人就是第k个自杀的人，追踪他之前每次报数的时刻来确定他的编号。 考虑n=5, m=3, k=5，一共有15次报数(每报m次数死一个人，一共有k+1个人要死，所以需要(k+1)\*m次报数)，每一次报数的人的编号如下：

|  |  |
| --- | --- |
| 1 2 | 0 1 2 3 4 5 6 7 8 9 10 11 12 13 14 0 1 2 3 4 0 1 3 4 1 3 1 3 3 3 |

报到2、5、8、11、14的人自杀。

设第p次(从0数起)报数的人是y，令p = m\*a+b (0 <= b < m)。 经过前p次报数，一共死了floor(p/m) = a人，圈子里还剩下n-a人。 如果y本次报数后没有自杀，那么他下次报数是在圈子里其他n-a人都报数之后， 也就是第q = p+n-a = n+(m-1)\*a+b次报数。 这是后继的计算式，逆用即可计算前驱。

由y本次报数后还存活知b < m-1，故a = floor((q-n)/(m-1))， p = q-(n-a) = q-n+floor((q-n)/(m-1))。

我们要求第k个自杀的人，他是第k\*m-1次报数后自杀的，用计算前驱的方式求出这个人之前一次报数是在什么时候，不断地重复这一过程，直到知道他是第k' (0 <= k' < n)次报数的人，那么k'就是这个人的编号。